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# PL/SQL Collections

## Общие сведения о коллекциях в pl/sql

* Создание коллекции происходит в два этапа
  1. Определить тип(type) коллекции (конструкции assoc\_array\_type\_def, varray\_type\_def и nested\_table\_type\_def будут приведены далее)
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* 1. Создать переменную этого типа
* Обращение к элементу коллекции: variable\_name(index)
* Могут принимать значение NULL
* Возможны многомерные коллекции (коллекции коллекций)

## Типы коллекций

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Тип коллекции** | **Количество элементов** | **Тип индекса** | **Плотная или разреженная** | **Без инициализации** | **Где объявляется** | **Использование в SQL** |
| **Ассоциативный массив**  **(index by table)** | Не задано | String  Pls\_integer | Плотная и разреженная | Empty | PL/SQL block  Package | Нет |
| **Varray**  **(variable-size array)** | Задано | Integer | Только плотная | Null | PL/SQL block  Package  Schema level | Только определенные на уровне схемы |
| **Nested table** | Не задано | Integer | При создании плотная, может стать разреженной | Null | PL/SQL block  Package  Schema level | Только определенные на уровне схемы |

## Ассоциативный массив

Также его называют index by table или pl/sql table.
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* Набор пар ключ-значение
* Данные хранятся в отсортированном по ключу порядке
* Не поддерживает DML-операции
* При объявлении как константа должен быть сразу инициализирован функцией
* Порядок элементов в ассоциативном массиве с строковым индексом зависит от параметров NLS\_SORT и NLS\_COMP
* Нельзя объявить тип на уровне схемы, но можно в пакете
* Не имеет конструктора
* Индекс не может принимать значение null
* Datatype – это любой тип данных, кроме ref cursor

**Используются для**:

* Для помещения в память небольших таблиц-справочников
* Для передачи в качестве параметра коллекции

**Restrictions:**

При изменении параметров NLS\_SORT и NLS\_COMP во время сессии после заполнения ассоциативного массива, можем получать неожиданные результаты вызовов методов first, last, next, previous. Также могут возникнуть проблемы при передаче ассоциативного массива в качестве параметра на другую БД с иными настройками NLS\_SORT и NLS\_COMP

## Varray

Представляет собой массив последовательно хранящихся элементов
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Тип описывается следующим образом (varay\_type\_def):
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* Размер задается при создании
* Индексируется с 1
* Инициализируется конструктором

*collection\_type* ( [ *value* [, *value* ]... ] )

* Если параметры в конструктор не передаются, возвращается пустая коллекция
* Datatype – это любой тип данных, кроме ref cursor

**Используется, если:**

1. Знаем максимально возможное количество элементов
2. Доступ к элементам последовательный

**Restrictions**:

Максимальный размер – 2 147 483 647 элементов

## Nested table

Тип описывается следующим образом (nested\_table\_type\_def):
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* Размер коллекции изменяется динамически
* Может быть в разряженном состоянии, как показано на картинке

![diff_v_nt.gif](data:image/gif;base64,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)

* Инициализируется конструктором

*collection\_type* ( [ *value* [, *value* ]... ] )

* Если параметры в конструктор не передаются, возвращается пустая коллекция
* Datatype – это любой тип данных, кроме ref cursor
* Если содержит только одно скалярное значение, то имя колонки – Column\_Value
* Если параметры в конструктор не передаются, возвращается пустая коллекция

SELECT column\_value

FROM TABLE(nested\_table)

## Set operations с nested tables

Операции возможны только с коллекциями **nested table**. Обе коллекции, участвующие в операции, должны быть одного типа.

Результатом операции также является коллекция **nested table**.

|  |  |
| --- | --- |
| **Операция** | **Описание** |
| MULTISET UNION | Возвращает объединение двух коллекций |
| MULTISET UNION DISTINCT | Возвращает объединение двух коллекций с дистинктом (убирает дубли) |
| MULTISET INTERSECT | Возвращает пересечение двух коллекций |
| MULTISET INTERSECT DISTINCT | Возвращает пересечение двух коллекций с дистинктом (убирает дубли) |
| SET | Возвращает коллекцию с дистинктом (т.е. коллекцию без дублей) |
| MULTISET EXCEPT | Возвращает разницу двух коллекций |
| MULTISET EXCEPT DISTINCT | Возвращает разницу двух коллекций с дистинктом (убирает дубли) |

Небольшой пример (обратите внимание на результат операции **MULTISET EXCEPT DISTINCT**)

DECLARE

TYPE nested\_typ IS TABLE OF NUMBER;

nt1 nested\_typ := nested\_typ(1,2,3);

nt2 nested\_typ := nested\_typ(3,2,1);

nt3 nested\_typ := nested\_typ(2,3,1,3);

nt4 nested\_typ := nested\_typ(1,2,4);

answer nested\_typ;

BEGIN

answer := nt1 MULTISET UNION nt4;

answer := nt1 MULTISET UNION nt3;

answer := nt1 MULTISET UNION DISTINCT nt3;

answer := nt2 MULTISET INTERSECT nt3;

answer := nt2 MULTISET INTERSECT DISTINCT nt3;

answer := SET(nt3);

answer := nt3 MULTISET EXCEPT nt2;

answer := nt3 MULTISET EXCEPT DISTINCT nt2;

END;

**Результат:**

nt1 MULTISET UNION nt4: 1 2 3 1 2 4

nt1 MULTISET UNION nt3: 1 2 3 2 3 1 3

nt1 MULTISET UNION DISTINCT nt3: 1 2 3

nt2 MULTISET INTERSECT nt3: 3 2 1

nt2 MULTISET INTERSECT DISTINCT nt3: 3 2 1

SET(nt3): 2 3 1

nt3 MULTISET EXCEPT nt2: 3

nt3 MULTISET EXCEPT DISTINCT nt2: empty set

## Логические операции с коллекциями

|  |  |
| --- | --- |
| **Операция** | **Описание** |
| **IS NULL (IS NOT NULL)** | Сравнивает коллекцию со значением NULL |
| **Сравнение =** | Две коллекции nested table можно сравнить, если они одного типа и не содержат записей типа record. Они равны, если имеют одинаковые наборы элементов (не зависимо от порядка хранения элементов внутри коллекции |
| **IN** | Сравнивает коллекцию с перечисленными в скобках |
| **SUBMULTISET OF** | Проверяет, является ли коллекция подмножеством другой коллекции |
| **MEMBER OF** | Проверяет, является ли конкретный элемент(объект) частью коллекции |
| **IS A SET** | Проверяет, содержит ли коллекция дубли |
| **IS EMPTY** | Проверяет, пуста ли коллекция |

Небольшой пример использования логический операций с коллекциями:

DECLARE

TYPE nested\_typ IS TABLE OF NUMBER;

nt1 nested\_typ := nested\_typ(1, 2, 3);

nt2 nested\_typ := nested\_typ(3, 2, 1);

nt3 nested\_typ := nested\_typ(2, 3, 1, 3);

nt4 nested\_typ := nested\_typ();

BEGIN

IF nt1 = nt2 THEN

DBMS\_OUTPUT.PUT\_LINE('nt1 = nt2');

END IF;

IF (nt1 IN (nt2, nt3, nt4)) THEN

DBMS\_OUTPUT.PUT\_LINE('nt1 IN (nt2,nt3,nt4)');

END IF;

IF (nt1 SUBMULTISET OF nt3) THEN

DBMS\_OUTPUT.PUT\_LINE('nt1 SUBMULTISET OF nt3');

END IF;

IF (3 MEMBER OF nt3) THEN

DBMS\_OUTPUT.PUT\_LINE(‘3 MEMBER OF nt3');

END IF;

IF (nt3 IS NOT A SET) THEN

DBMS\_OUTPUT.PUT\_LINE('nt3 IS NOT A SET');

END IF;

IF (nt4 IS EMPTY) THEN

DBMS\_OUTPUT.PUT\_LINE('nt4 IS EMPTY');

END IF;

END;

**Результат:**

nt1 = nt2

nt1 IN (nt2,nt3,nt4)

nt1 SUBMULTISET OF nt3

3 MEMBER OF nt3

nt3 IS NOT A SET

nt4 IS EMPTY

## Методы коллекций

Синтаксис вызова методов: ***collection\_name*.*method***

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Метод** | **Тип** | **Описание** | **Index by table** | **Varray** | **Nested table** |
| **DELETE** | Процедура | Удаляет элементы из коллекции | Да | Нет | Да |
| **TRIM** | Процедура | Удаляет элементы с конца коллекции (работает с внутренним размером коллекции) | Нет | Да | Да |
| **EXTEND** | Процедура | Добавляет элементы в конец коллекции | Нет | Да | Да |
| **EXISTS** | Функция | Возвращает TRUE, если элемент присутствует в коллекции | Да | Да | Да |
| **FIRST** | Функция | Возвращает первый индекс коллекции | Да | Да | Да |
| **LAST** | Функция | Возвращает последний индекс коллекции | Да | Да | Да |
| **COUNT** | Функция | Возвращает количество элементов в коллекции | Да | Да | Да |
| **LIMIT** | Функция | Возвращает максимальное количество элементов, которые может хранить коллекция | Нет | Да | Нет |
| **PRIOR** | Функция | Возвращает индекс предыдущего элемента коллекции | Да | Да | Да |
| **NEXT** | Функция | Возвращает индекс следующего элемента коллекции | Да | Да | Да |

### Delete

* Delete удаляет все элементы. Сразу же очищает память, выделенную для хранения этих элементов.
* Delete(n) удаляет элемент с индексом n. Память не освобождает. Элемент можно восстановить (т.е. задать новый) и он займет ту же память, что занимал предыдущий.
* Delete(n, m) удаляет элементы с индексами в промежутке n..m
* Если удаляемого элемента в коллекции нет, ничего не делает.

**Пример использования**:

DECLARE

TYPE nt\_type IS TABLE OF NUMBER;

nt nt\_type := nt\_type(11, 22, 33, 44, 55, 66);

BEGIN

nt.DELETE(2); *-- Удаляет второй элемент*

nt(2) := 2222; *-- Восстанавливает 2-й элемент*

nt.DELETE(2, 4); *-- Удаляет элементы со 2-го по 4-й*

nt(3) := 3333; *-- Восстанавливает 3-й элемент*

nt.DELETE; *-- Удаляет все элементы*

END;

**Результаты**:

beginning: 11 22 33 44 55 66

after delete(2): 11 33 44 55 66

after nt(2) := 2222: 11 2222 33 44 55 66

after delete(2, 4): 11 55 66

after nt(3) := 3333: 11 3333 55 66

after delete: : empty set

### Trim

* Trim() – удаляет один элемент в конце коллекции. Если элемента нет, генерирует исключение SUBSCRIPT\_BEYOND\_COUNT
* Trim(n) – удаляет n элементов в конце коллекции. Если элементов меньше, чем n, генерируется исключение SUBSCRIPT\_BEYOND\_COUNT
* Работает с внутренним размером коллекции. Т.е. если последний элемент был удален с помощью Delete, вызов Trim() удалит уже удаленный ранее элемент.
* Сразу очищает память, выделенную для хранения этих элементов
* Лучше не использовать в сочетании с Delete()

**Пример использования**:

DECLARE

TYPE nt\_type IS TABLE OF NUMBER;

nt nt\_type := nt\_type(11, 22, 33, 44, 55, 66);

BEGIN

nt.TRIM; *-- Trim last element*

nt.DELETE(4); *-- Delete fourth element*

nt.TRIM(2); *-- Trim last two elements*

END;

**Результат:**

beginning: 11 22 33 44 55 66

after TRIM: 11 22 33 44 55

after DELETE(4): 11 22 33 55

after TRIM(2): 11 22 33

### Extend

* EXTEND добавляет один элемент со значением null в конец коллекции
* EXTEND(*n*) добавляет n элементов со значением null в конец коллекции
* EXTEND(*n*,*i*) добавляет n копий элемента с индексом i в конец коллекции. Если коллекция имеет NOT NULL констрейнт, только этой формой можно пользоваться.
* Если элементы были ранее удалены с помощью метода Delete, Extend не будет использовать сохранившиеся за коллекцией ячейки памяти, а добавит новый элемент (выделит новую память)

**Пример использования**:

DECLARE

TYPE nt\_type IS TABLE OF NUMBER;

nt nt\_type := nt\_type(11, 22, 33);

BEGIN

nt.EXTEND(2, 1); *-- Append two copies of first element*

nt.DELETE(5); *-- Delete fifth element*

nt.EXTEND; *-- Append one null element*

END;

**Результат:**

beginning: 11 22 33

after EXTEND(2,1): 11 22 33 11 11

after DELETE(5): 11 22 33 11

after EXTEND: 11 22 33 11

### Exists

* Для удаленных элементов возвращает false
* При выходе за границы коллекции возвращает false

**Пример использования:**

DECLARE

TYPE NumList IS TABLE OF INTEGER;

n NumList := NumList(1, 3, 5, 7);

BEGIN

n.DELETE(2); *-- Delete second element*

FOR i IN 1 .. 6

LOOP

IF n.EXISTS(i)

THEN

DBMS\_OUTPUT.PUT\_LINE('n(‘||i||') = ' || n(i));

ELSE

DBMS\_OUTPUT.PUT\_LINE('n(‘||i||') does not exist');

END IF;

END LOOP;

END;

### First и Last

* Для varray First всегда возвращает единицу, Last всегда возвращает то же значение, что и Count

**Пример использования**:

DECLARE

TYPE aa\_type\_str IS TABLE OF INTEGER INDEX BY VARCHAR2(10);

aa\_str aa\_type\_str;

BEGIN

aa\_str('Z') := 26;

aa\_str('A') := 1;

aa\_str('K') := 11;

aa\_str('R') := 18;

DBMS\_OUTPUT.PUT\_LINE('Before deletions:');

DBMS\_OUTPUT.PUT\_LINE('FIRST = ' || aa\_str.FIRST);

DBMS\_OUTPUT.PUT\_LINE('LAST = ' || aa\_str.LAST);

aa\_str.DELETE('A');

aa\_str.DELETE('Z');

DBMS\_OUTPUT.PUT\_LINE('After deletions:');

DBMS\_OUTPUT.PUT\_LINE('FIRST = ' || aa\_str.FIRST);

DBMS\_OUTPUT.PUT\_LINE('LAST = ' || aa\_str.LAST);

END;

**Результат**:

Before deletions:

FIRST = A

LAST = Z

After deletions:

FIRST = K

LAST = R

### Count

**Пример использования:**

DECLARE

TYPE NumList IS VARRAY(10) OF INTEGER;

n NumList := NumList(1, 3, 5, 7);

BEGIN

DBMS\_OUTPUT.PUT('n.COUNT = ' || n.COUNT || ', ');

DBMS\_OUTPUT.PUT\_LINE('n.LAST = ' || n.LAST);

n.EXTEND(3);

DBMS\_OUTPUT.PUT('n.COUNT = ' || n.COUNT || ', ');

DBMS\_OUTPUT.PUT\_LINE('n.LAST = ' || n.LAST);

n.TRIM(5);

DBMS\_OUTPUT.PUT('n.COUNT = ' || n.COUNT || ', ');

DBMS\_OUTPUT.PUT\_LINE('n.LAST = ' || n.LAST);

END;

**Результат**:

n.COUNT = 4, n.LAST = 4

n.COUNT = 7, n.LAST = 7

n.COUNT = 2, n.LAST = 2

### Limit

* Для varray возвращает максимально допустимое количество элементов в коллекции, для остальных коллекций возвращает null

**Пример использования**:

DECLARE

TYPE aa\_type IS TABLE OF INTEGER INDEX BY PLS\_INTEGER;

aa aa\_type; *-- associative array*

TYPE va\_type IS VARRAY(4) OF INTEGER;

va va\_type := va\_type(2, 4); *-- varray*

TYPE nt\_type IS TABLE OF INTEGER;

nt nt\_type := nt\_type(1, 3, 5); *-- nested table*

BEGIN

aa(1) := 3;

aa(2) := 6;

aa(3) := 9;

aa(4) := 12;

DBMS\_OUTPUT.PUT\_LINE('aa.COUNT = ' || aa.count);

DBMS\_OUTPUT.PUT\_LINE('aa.LIMIT = ' || aa.limit);

DBMS\_OUTPUT.PUT\_LINE('va.COUNT = ' || va.count);

DBMS\_OUTPUT.PUT\_LINE('va.LIMIT = ' || va.limit);

DBMS\_OUTPUT.PUT\_LINE('nt.COUNT = ' || nt.count);

DBMS\_OUTPUT.PUT\_LINE('nt.LIMIT = ' || nt.limit);

END;

**Результат**:

aa.COUNT = 4

aa.LIMIT =

va.COUNT = 2

va.LIMIT = 4

nt.COUNT = 3

nt.LIMIT =

### Prior и Next

* Позволяют перемещаться по коллекции
* Возвращают индекс предыдущего/следующего элемента (или null, если элемента нет)

**Пример использования**:

DECLARE

TYPE nt\_type IS TABLE OF NUMBER;

nt nt\_type := nt\_type(18, NULL, 36, 45, 54, 63);

BEGIN

nt.DELETE(4);

DBMS\_OUTPUT.PUT\_LINE('nt(4) was deleted.');

FOR i IN 1 .. 7

LOOP

DBMS\_OUTPUT.PUT('nt.PRIOR(' || i || ') = ');

print(nt.PRIOR(i));

DBMS\_OUTPUT.PUT('nt.NEXT(' || i || ') = ');

print(nt.NEXT(i));

END LOOP;

END;

**Результат**:

nt(4) was deleted.

nt.PRIOR(1) =

nt.NEXT(1) = 2

nt.PRIOR(2) = 1

nt.NEXT(2) = 3

nt.PRIOR(3) = 2

nt.NEXT(3) = 5

nt.PRIOR(4) = 3

nt.NEXT(4) = 5

nt.PRIOR(5) = 3

nt.NEXT(5) = 6

nt.PRIOR(6) = 5

nt.NEXT(6) =

nt.PRIOR(7) = 6

nt.NEXT(7) =

## Bulk Collect

* Возвращает результаты sql-оператора в PL/SQL пачками, а не по одному
* SELECT BULK COLLECT INTO
* FETCH BULK COLLECT INTO [LIMIT]
* RETURNING BULK COLLECT INTO
* Не работает с ассоциативными массивами (кроме тех, что индексированы pls\_integer)

**Пример использования**:

DECLARE

TYPE NumTab IS TABLE OF employees.employee\_id%TYPE;

TYPE NameTab IS TABLE OF employees.last\_name%TYPE;

CURSOR c1 IS SELECT employee\_id,last\_name

FROM employees

WHERE salary > 10000

ORDER BY last\_name;

enums NumTab;

names NameTab;

BEGIN

SELECT employee\_id, last\_name

BULK COLLECT INTO enums, names

FROM employees

ORDER BY employee\_id;

OPEN c1;

LOOP

FETCH c1 BULK COLLECT INTO enums, names LIMIT 10;

EXIT WHEN names.COUNT = 0;

do\_something();

END LOOP;

CLOSE c1;

DELETE FROM emp\_temp WHERE department\_id = 30

RETURNING employee\_id, last\_name BULK COLLECT INTO enums, names;

END;

## Цикл forall

* посылает DML операторы из PL/SQL в SQL пачками, а не по одному
* может содержать только один DML оператор
* для разряженных коллекций используется форма:

**FORALL i IN INDICES OF cust\_tab**  (конструкция не работает для ассоциативных массивов, индексированных строками)

* с разряженными коллекциями (или с частью коллекции) удобно работать с помощью индекс-коллекций (of pls\_integer). Пример использования:

**FORALL i IN VALUES OF rejected\_order\_tab**

* **SQL%BULK\_ROWCOUNT** – коллекция, содержит количество строк, на которые повлиял каждый dml оператор
* **SQL%ROWCOUNT** – общее количество строк, на которые повлияли dml-операторы в цикле forall

**Пример использования**:

DECLARE

TYPE NumList IS TABLE OF NUMBER;

depts NumList := NumList(10, 20, 30);

TYPE enum\_t IS TABLE OF employees.employee\_id%TYPE;

e\_ids enum\_t;

TYPE dept\_t IS TABLE OF employees.department\_id%TYPE;

d\_ids dept\_t;

BEGIN

FORALL j IN depts.FIRST .. depts.LAST

DELETE FROM emp\_temp

WHERE department\_id = depts(j)

RETURNING employee\_id, department\_id BULK COLLECT INTO e\_ids, d\_ids;

END;

### Exceptions in forall

* При возникновении исключения в любом из dml-операторов в цикле, транзакция полностью откатывается
* Если описать обработчик ошибок, в нем можно зафиксировать успешно выполнившиеся операторы dml (это те операторы, которые выполнились до возникновения исключения).
* FORALL j IN collection.FIRST.. collection.LAST **SAVE EXCEPTIONS**

Генерит ORA-24381 в конце, если в цикле возникали исключения

* SQL%BULK\_EXCEPTIONS – коллекция, содержащая информацию о всех сгенерированных во время выполнения цикла исключениях

.Count

.ERROR\_INDEX – значение индекса j, при котором произошло исключение (sql%bulk\_exception(i).error\_index)

.ERROR\_CODE - код возникшей ошибки. Информацию об ошибке можно извлечь с помощью функции sqlerrm: SQLERRM(-(SQL%BULK\_EXCEPTIONS(i).ERROR\_CODE))

## Collection exceptions

**COLLECTION\_IS\_NULL** – попытка работать с неинициализированной коллекцией

**NO\_DATA\_FOUND** – попытка прочитать удаленный элемент

**SUBSCRIPT\_BEYOND\_COUNT** – выход за границы коллекции

**SUBSCRIPT\_OUTSIDE\_LIMIT** – индекс вне предела допустимого диапазона

**VALUE\_ERROR** – индекс равен null или не конвертируется в integer

Пример ситуаций, генерирующих исключения:

DECLARE

TYPE NumList IS TABLE OF NUMBER;

nums NumList;

BEGIN

nums(1) := 1; *-- raises COLLECTION\_IS\_NULL*

nums := NumList(1, 2);

nums(NULL) := 3; *-- raises VALUE\_ERROR*

nums(0) := 3; *-- raises SUBSCRIPT\_BEYOND\_COUNT*

nums(3) := 3; *--raises SUBSCRIPT\_OUTSIDE\_LIMIT*

nums.Delete(1);

IF nums(1) = 1 THEN ... *-- raises NO\_DATA\_FOUND*

END;

## DBMS\_SESSION.FREE\_UNUSED\_USER\_MEMORY

* Процедура DBMS\_SESSION.FREE\_UNUSED\_USER\_MEMORY возвращает неиспользуемую более память системе
* В документации Oracle процедуру советуют использовать «редко и благоразумно».
* В случае подключения в режиме **Dedicated Server** вызов этой процедуры возвращает неиспользуемую PGA память операционной системе
* В случае подключения в режиме **Shared Server** вызов этой процедуры возвращает неиспользуемую память в **Shared Pool**

**В каких случаях нужно освобождать память:**

* Большие сортировка, когда используется вся область sort\_area\_size
* Компиляция больших PL/SQL пакетов, процедур или функций
* Хранение больших объемов данных в индексных таблицах PL/SQL

**Пример использования**:

CREATE PACKAGE foobar

type number\_idx\_tbl is table of number indexed by binary\_integer;

store1\_table number\_idx\_tbl; *-- PL/SQL indexed table*

store2\_table number\_idx\_tbl; *-- PL/SQL indexed table*

store3\_table number\_idx\_tbl; *-- PL/SQL indexed table*

...

END; *-- end of foobar*

DECLARE

...

empty\_table number\_idx\_tbl; *-- uninitialized ("empty") version*

BEGIN

FOR i in 1..1000000 loop

store1\_table(i) := i; *-- load data*

END LOOP;

...

store1\_table := empty\_table; *-- "truncate" the indexed table*

...

-

dbms\_session.free\_unused\_user\_memory; *-- give memory back to system*

store1\_table(1) := 100; *-- index tables still declared;*

store2\_table(2) := 200; *-- but truncated.*

...

END;